
                          
	  

	 	
Bachelor Topic 

Integrating Script-free Testing with the 
Playwright Framework 

Motivation and Background: 
Traditional web GUI testing requires significant maintenance effort due to its heavy reliance on 
fragile locators to interact with elements, which often break as applications evolve [1]. To abstract 
element localization, recent research introduced script-free testing [2, 3], where test cases are 
written in a natural or domain-specific language and automatically interpreted without manual 
scripts.	 Kirinuki et al. [2, 3] developed a corresponding tool to demonstrate script-free testing; 
however, experiments revealed some limitations related to the waiting problem. This is the 
uncertainty of when a web element will appear on the page and become ready for interaction. Thus, 
even when the tool identifies the correct element, it may fail to interact with it at the right time 
during execution. Their current tool relies on Selenium to interact with the web page, where 
synchronization issues are a persistent challenge [4]. Selenium lacks automatic waiting and reliable 
handling of asynchronous operations, leading to unpredictable behavior during tests. However, 
modern frameworks like Playwright include robust waiting mechanisms capable of addressing this 
challenge [5, 6]. This thesis proposes enhancing the script-free tool by integrating Playwright and 
evaluating the improvements through reproducible experiments, aiming to provide a more robust 
solution for testing dynamic web applications. 

Student Task and Responsibilities:  
• Replace the current Selenium-based execution layer of the script-free testing tool with 

Playwright.  
• Leverage Playwright’s auto-waiting and network synchronization features to improve test 

execution reliability. 
• Design and conduct reproducible experiments on realistic web applications to assess 

improvements in test stability and element interaction success.  
• Analyze the results and compare them with the Selenium-based tooling, in particular, with 

respect to the observed synchronization issues. 

Deliverables: 
• A script-free testing tool using the Playwright framework. 
• Comprehensive experiments using existing and new benchmarks demonstrating the impact 

of the integration. 
• Documentation of the implementation process, experimental setup, and evaluation findings.  

Pre-Requisites: (Programming Languages, OS, Skills, Papers, etc) 
• Experience with JavaScript or TypeScript and familiarity with web testing frameworks such as 

Selenium or Playwright.  
• Basic understanding of web technologies (DOM, asynchronous behavior, dynamic content).  
• Ability to read and modify academic tools or prototypes.  
• Read the script-free related works [2, 3], Playwright documentation, and testing concepts 

(auto-waiting, selectors, browser contexts). 
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