
                          
  
 
 
   

Bachelor Topic 
Benchmark Curation for APR in 

Software Testing Education 
 
Motivation and Background: 
Software testing is usually part of the Software Engineering (SE) curriculum of Computer Science (CS) 
study programs. However, software testing education suffers from issues similar to programming 
education: the rising number of students and the need to guide them properly. This thesis project 
aims at curating a benchmark for Automated Program Repair (APR) [1] in software testing education. 
Such benchmark will support the development of automated techniques, in particular APR, in the 
context of intelligent tutoring. For example, LLM-based techniques for test code improvement [2-4] 
could support students in building test suites. 
 
Student Task and Responsibilities:  

• Make yourself familiar with the state-of-the-art in automated test code improvement, i.e., 
conduct a literature review on these topics. 

• Systematically explore available education repositories for software testing courses and 
their exercises. 

• Conduct mining campaigns on open-source projects to collect improvements of test code. 
• Based on your findings, design and develop a benchmark framework, e.g., inspired by the 

Defects4J (https://github.com/rjust/defects4j). 
• Apply an existing test improvement technique on your benchmark to showcase its 

effectiveness. 
• Analyze the results and document your findings. 

 
Deliverables: 

• Benchmark for APR in Software Testing education 
• Evaluation artifacts (dataset, tools, etc.) 
• Documented findings of the conducted experiments 

 
Pre-Requisites: (Programming Languages, OS, Skills, Papers, etc) 
Strong knowledge in Java and unit testing with the JUnit is helpful for this project.  
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