
                          
  
 
 
   

Bachelor/Master Thesis Topic 
SymCC for Java: Symbolic execution via Java 

bytecode instrumentation 
 

Motivation and Background: 
Symbolic execution is a powerful tool for generating test cases and detecting software bugs. In Java, 
the current state-of-the-art symbolic execution tool is Symbolic PathFinder (SPF) [ASE’2010]. SPF 
essentially performs a custom interpretation of Java bytecode to compute the symbolic expressions 
and path constraints. However, it is also known that symbolic execution via interpretation is very 
expensive. Recent work introduced SymCC [USENIXSec’2020], a symbolic execution engine that 
instruments the program to include the symbolic execution computation in the binary instead of 
interpreting it. It was shown that such an approach could lead to dramatic performance gains. This 
project aims to investigate and develop a similar strategy for the symbolic execution of Java 
bytecode. 
 
Student Task and Responsibilities:  

• Java tool for the symbolic execution of Java bytecode via instrumentation. 
• Note that it is not required to implement a full-fledged symbolic executor. This project aims 

at providing the initial infrastructure and is supposed to implement a working prototype for 
a specific usage scenario, which can be agreed upon. 

• Documented findings of the conducted experiments. 
 
Deliverables: 

• Evaluation artifacts (dataset, testing tools, drivers, etc.) 
• Documented findings of the conducted experiments. Of particular interest are: bugs in 

sanitizers, inconsistencies between reported documentation and actual behavior, identified 
usability issues, and recommendations for their usage. 

 
Pre-Requisites: (Programming Languages, OS, Skills, Papers, etc) 
Knowledge of Java and Java bytecode instrumentation is helpful for this project. Further, it would be 
beneficial if the student had some experience with symbolic execution. 
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